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Abstract—In recent years, multiple solutions have been proposed for blockchain interoperability. However, designing these solutions is complex, and design failures have caused great economic damage to their owners. Safety and liveness are essential properties for these solutions, and formalisation eases their verification. However, only a few efforts were performed to formalise interoperability solutions with known formal methods. TLA+ and PAT were previously used; however, the Event-B method has not been explored, although it might be a suitable approach. The purpose of this paper was to explore the formalisation of a gateway-based interoperability solution with Event-B. The results showed that the method was suitable and that a straightforward specification could be developed considering Ethereum and Hyperledger Fabric as the involved blockchains. The specification was assessed with three strategies that enabled its verification and validation. In particular, formal verification (e.g. safety properties), functional validation, and functional utility. These promising results constitute a step forward in the development of formal specifications for blockchain interoperability solutions.

Index Terms—distributed ledger technology, blockchain, interoperability, event-b, ethereum, hyperledger fabric

I. INTRODUCTION

Blockchain interoperability has been one of the main research topics surrounding blockchain in recent years [1]–[3]. Multiple approaches have been proposed to support it [1] and the Gateway-based approach is one of them [4]. This approach comprises pieces of software hosted aside each blockchain that know how to interact with it (i.e. submit transactions and listen to events). In addition, gateways define a protocol to exchange messages between them, enabling blockchain interoperability by exchanging cross-chain transactions. This approach was followed by several authors [5]–[8]. However, developing them is costly and complex, as designers must ensure that their design decisions guarantees the required safety and liveness properties [9]. Safety properties prevent an undesirable state or event from occurring, whereas the liveness properties imply that a state or event will eventually occur in the system [10]. Formalising blockchain interoperability solutions is still a challenge [11]. Indeed, current gateway-based interoperability solutions do not provide a formal specification, hindering the verification of such properties.

Recent studies have formalised specific interoperability solutions using the TLA+ and PAT methods [12]–[14], although the gateway-based approach has not yet been formalised. Furthermore, the Event-B method has not been used to formalise interoperability solutions, although it enables verification of safety properties and verification of functional correctness of a system according to a specification [15]. In addition, the Event-B method provides capabilities to verify smart contract correctness and safety properties [16], [17], which makes it suitable for the gateway-based approach, as it relies on smart contracts. Taking this into account, this study selected the gateway proposed by Pandolfi et al. [8] as a case study to evaluate the suitability of the Event-B method to formalise the gateway-based approach and give insights to answer the following research question: How can the gateway-based approach be formalised with Event-B?

The results showed that it was possible to formalise a specific gateway solution with Event-B. Furthermore, the method was suitable, as the model obtained was straightforward. It was not necessary to push its limits to comply with the requirements. The method enabled the specification of the gateway using different levels of abstraction, facilitating its extensibility (e.g. incorporating blockchains). Three evaluation strategies were used to assess the specification. Proofs were generated for each model, which proved its functional correctness and the verification of safety properties. Animations were generated to validate the functional behaviour of the specification, and a use case scenario was developed to validate its functional usage.

The main contributions of this paper are: 1) the confirmation that it was possible to formalise a specific gateway solution with Event-B, verifying its safety properties. This positions Event-B as a candidate method to formalise the gateway-based approach; 2) a straightforward formal specification that is extensible to support multiple blockchains that unambiguously describes the gateway behaviour; and 3) evaluation strategies (i.e. formal verification, functional validation, and functional utility of the specification) that enabled us to evaluate the proposal and may guide future studies to apply Event-B to model other interoperability solutions.

The remainder of the paper is organised as follows. Section II provides background concepts. Section III describes the Event-B model of the gateway. Section IV presents how the model was evaluated as well as a discussion of the results and its limitations. Section V analyses the related work. Finally, Section VI presents conclusions and future work.

This work has been submitted to the IEEE for possible publication. Copyright may be transferred without notice, after which this version may no longer be accessible.
This section presents the background concepts.

A. Gateway-based approach for Blockchain Interoperability

Pandolfi et al. [8] proposed a general-purpose blockchain interoperability solution following the gateway approach, to enable interoperability between Ethereum [18] and Fabric [19]. This solution takes advantage of the smart contract and events capabilities of each blockchain. Fig. 1 presents a high-level overview of the proposal. For each blockchain, there exists a connector that can interact with it. Whenever a smart contract on the source blockchain triggers a cross-chain event, this event is listened by the blockchain connector. The connector transforms the received event into a canonical message data format and redirects the message to the router component. Each message has a blockchain and a smart contract destination that enable the Router component to route it to the connector related to the destination (i.e., target connector). The target connector receives the canonical message, transforms it into the target blockchain data format, and submits a transaction to the target smart contract. The gateway was tested with Ethereum and Fabric for one-way and request-response cross-chain smart contract invocation.

B. Event-B

Event-B is a method based on first-order logic and type-based theory that can be used to formalise systems that can be modelled as discrete transition systems [20]. Event-B models enable the verification of the functional correctness of the system and the safety properties they must comply with.

Event-B models consist of static (i.e., Context) and dynamic components (i.e., Machine). The Context may contain carrier sets, axioms, and constants. The sets are user-defined types, constants that represent the values that variables of a Machine may have, and axioms are the presumed properties of carrier sets and constants. A Machine may have variables that represent its state, invariants to constraint the state of these variables, and events that represent its dynamic behaviour. Invariants must be proved to hold in every change of the Machine’s state. Events may contain input parameters, guards, and actions. Event’s guards represent the preconditions needed for its execution. The preconditions must be met before the event can be executed. An event’s actions may change the state of the Machine after the event is executed.

Refinement is one of the main capabilities of Event-B to deal with the complexities of modelling a system. A machine can be refined to a new machine with new details of the model (e.g., new events). The refined machine is called an abstract machine, and the refinement is called a concrete machine.

Event-B defines proof obligations (POs) that specify what needs to be proved in the model. They are properties that must be verified to demonstrate that the model is sound and respects its behavioural semantics. Some examples of POs are invariants preservation and well-definedness of the model.

Finally, Rodin is an open source platform to aid in the construction and verification of Event-B models [21]. Rodin can be used with a ProB model checker and animator to validate and animate the model. Rodin comes with a set of provers that can automatically discharge POs.

III. Event-B Specification

This Section presents the Event-B specification of the gateway-based solution presented in Section II-A. The specification enables a formal verification of the functional correctness and the required safety properties of the gateway. The Event-B method is appropriate for modelling the gateway-based solution, as the gateway can be modelled as a discrete transition system. Furthermore, the incremental modelling of Event-B helps to conceptualise the gateway, from an abstract specification such as source/target blockchain, smart contract, and gateway, to subsequent model refinements that introduce details of the specific blockchains (e.g., Ethereum). The abstract specification expresses the behaviour of the gateway independently of the blockchains used. As described later in Section III-A, this behaviour is limited and is concerned with smart contracts only. Refinements include the specific behaviour introduced by the selected blockchains that need to interoperate. For example, Fabric requires changes on the behaviour of the abstract system, as all submitted transactions must be authenticated and authorised. On the other hand, Ethereum requires users to pay for each transaction submitted, which changes the behaviour of the gateway.

Fig. 2 presents the specification through its different layers. The first layer, called an abstract specification, formally defines the architecture and behaviour of the gateway without the details of a specific blockchain. This layer is refined in two new layers that extend its behaviour, adding the details required to interoperates Ethereum and Fabric. One layer specifies the behaviour of one-way smart contract invocation from Fabric to Ethereum, and the other layer from Ethereum to Fabric.

A. Abstract specification

The first layer of the specification models the relevant features that are independent of the specific blockchains (e.g.
Ethereum and Fabric). This way, the three components of the gateway (i.e. router and connectors) were abstracted into a single component (i.e. gateway). The source and target blockchains were omitted, and only the source and target smart contracts were included. Furthermore, communication protocols were omitted, and transactions were simplified to an abstract concept without modelling specific business data.

Fig. 3 illustrates the behaviour of the modelled gateway. First, the gateway subscribes to the events triggered by the smart contract on the source blockchain. Second, the user initiates a cross-chain transaction (cc-tx). Third, the source smart contract processes the cc-tx and triggers a cc-tx event. Fourth, the gateway listens to the cc-tx event and submits a cc-tx to the target smart contract on the target blockchain. This behaviour is described in Table I through four requirements.

Fig. 4 presents the context of the abstract machine. The gateway, source, and target smart contracts were modelled through Event-B constants. All these constants have a type that was modelled as Event-B sets. Some sets were cross-chain transactions, and cross-chain smart contracts, among others.

Fig. 5 shows how the gateway can subscribe to the source smart contract events. This requirement (RQ1) is modelled using an Event-B event with only one guard. This guard checks if the gateway does not already have a subscription to the source smart contract events. This requirement (RQ1) is modelled as Event-B sets. Some sets were cross-chain smart contracts (see invariant).

Fig. 6 presents how the second requirement (RQ2) was modelled, where a user initiates a cc-tx on the source smart contract. This requirement was also modelled as a machine event with two guards. The most relevant guard is that the transaction was not already submitted to the smart contract. After the event execution, the transaction is added to the received transactions of the smart contract. These transactions are pending to be processed by the smart contract.

Fig. 7 presents how requirement three (RQ3) was modelled. This event has two guards: 1) the smart contract has a pending transaction to process, and 2) the smart contract will always trigger a new cc-tx event. The execution of this event creates a new relationship between the new cc-tx event and the source smart contract (i.e. the smart contract triggers a cc-tx event). Furthermore, the transaction is removed from the pending transactions to be processed by the source smart contract.

Requirement four (RQ4) was modelled with two events: listen to the cc-tx event and submit the cc-tx. The first event represents the gateway listening to the events triggered by the source smart contract (see Fig. 8). This event can only be executed if 1) the source smart contracts have triggered a cc-tx event, 2) the gateway has a subscription to the source smart contract, and 3) the gateway has not already listened to the cc-tx event. After the event is executed, the cc-tx event
B. First refinement: Ethereum to Fabric interaction

This Section presents a refinement of the machine presented in Section III-A and instantiates the model with Ethereum as the source blockchain and Hyperledger Fabric as the target blockchain. This refinement models a general-purpose one-way cross-chain smart contract interaction between Ethereum and Fabric. As Fabric requires authentication and authorisation of the incoming transactions [19], these new requirements need to be modelled on Event-B. Table II presents all the requirements that guided the refinement. These requirements correspond to the real characteristics of the selected blockchains. Asterisks (*) mark requirements that imply safety properties.

The new requirements imposed by Fabric required refining the context of the abstract machine to include new sets (i.e. permissions and users) and new constants (i.e. gateway’s user and read/write permissions). Fig. 10 shows the refined context.

The machine refinement only required changes to the event that submits transactions to the target smart contract (Step 4 of Fig. 3). The refined event (Fig. 11) required two new guards: 1) restrict its execution to authenticated users, and 2) only users with write permissions can submit a cc-tx.

<table>
<thead>
<tr>
<th>ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1</td>
<td>Authorisation has two grants: READ and WRITE permissions.</td>
</tr>
<tr>
<td>RQ2</td>
<td>Create credentials for a user (e.g. gateway) to authenticate them.</td>
</tr>
<tr>
<td>RQ3</td>
<td>Grant permissions (e.g. write) to users (e.g. gateway) in Fabric.</td>
</tr>
<tr>
<td>RQ4*</td>
<td>Every submitted transaction to Fabric must be authenticated.</td>
</tr>
<tr>
<td>RQ5*</td>
<td>Every submitted transaction to Fabric must be authorised.</td>
</tr>
<tr>
<td>RQ6*</td>
<td>Only authorised users with write permissions can write on Fabric.</td>
</tr>
<tr>
<td>RQ7*</td>
<td>Only authenticated users can submit transactions to Fabric.</td>
</tr>
</tbody>
</table>
machine. Table III presents all the requirements that guided this refinement and correspond to real characteristics of the selected blockchains. The asterisks (*) mark the requirements that imply safety properties.

<table>
<thead>
<tr>
<th>ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1</td>
<td>The Gateway has an Ethereum address.</td>
</tr>
<tr>
<td>RQ2</td>
<td>Users can create their address on Ethereum.</td>
</tr>
<tr>
<td>RQ3</td>
<td>User (including the gateway) can deposit Ethers on their address.</td>
</tr>
<tr>
<td>RQ4</td>
<td>The balance of each address must be equal or greater than zero.</td>
</tr>
<tr>
<td>RQ5</td>
<td>Submitting a transaction to Ethereum implies that the Gateway must pay a fee</td>
</tr>
<tr>
<td></td>
<td>to the validators to process the transaction.</td>
</tr>
</tbody>
</table>

Accounts were modelled using a machine invariant as a partial function between Ethereum’s addresses and natural numbers. Addresses are a new set defined in the refined context of the new machine. Fig. 12 shows these refined concepts.

Fig. 12: The Gateway has an address (RQ1). The balance of each address must be equal to or greater than zero (RQ4).

Creating an account (RQ1 and RQ2) and depositing Ethers in an account (RQ3) were modelled with new events of the refined machine. Fig. 13 presents their specification. The CREATE_ADDRESS_IN ETHEREUM event enables the creation of accounts with an initial balance of zero (RQ1 and RQ2) and the DEPOSIT_CRYPTO_CURRENCY_IN ETHEREUM event allows to increment the balance of a given address with a given amount (RQ3). Furthermore, it was necessary to refine the submit transaction event (Step 4 of Fig. 3) to comply with requirement RQ5. In particular, new guards were added to validate that the gateway has enough Ethers to pay the validator’s fee. Furthermore, successfully executing this event subtracts the fee amount from the gateway’s account (Fig. 14).

IV. Evaluation

The specification was evaluated through three strategies: a formal verification, a functional validation using a model animation, and through a use case scenario to show its utility. Event-B specifications and animations can be found online.

A. Formal verification of the specification

The Event-B specification is formally verified using proof obligations (POs), which determine the correctness of Event-B models. The Rodin platform automatically generated 23 POs for all machines (see Table IV): 17 are invariant preservation PO rules (INV), and six are well-definedness PO rules (WD). INV rules verify that the defined invariants are preserved at any state change in the machine. WD rules verify that formulas

1https://gitlab.fing.edu.uy/open-lins/cross-chain-transactions-event-b
The gateway does not own any cryptocurrencies in his account to transfer an estimated fee to the gateway. This estimated fee is the fee that the gateway would pay if it submits the cc-tx to Ethereum. A new Event-B machine was specified to model this use-case scenario. This new machine is a refinement of the Fabric-Ethereum machine. Table V presents the requirements that guided this refinement. Asterisks (*) mark safety properties that must be held by the system.

First, a transfer event was specified on the Fabric-Ethereum machine to allow the user to make transfers (RQ1). Initially, this event was specified in the new machine. However, an Equal proof obligation (EQL) appeared as the accounts variable was modified in a refined machine. In most cases, an EQL indicates a bad refinement [15], so it was relocated to the upper machine. This makes sense as a transaction to Ethereum can be submitted independently of the use case scenario. Fig. 16 presents the transfer specification. Second, the transfer event was refined in the new machine to save the estimated fee. This enabled adding a guard to the SUBMIT_TRANSFER_TRANSACTION_IN ETHEREUM event to check that the gateway has the amount transferred by the user in its account (RQ2). Fig. 17 presents these refined events.

<table>
<thead>
<tr>
<th>ID</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>RQ1</td>
<td>The user can transfer an estimated fee to the gateway account.</td>
</tr>
<tr>
<td>RQ2*</td>
<td>The gateway only submits the cc-tx to Ethereum after the user transfers the estimated fee to its account. The estimated fee must be equal to or greater than the fee of Ethereum’s validators.</td>
</tr>
<tr>
<td>RQ3*</td>
<td>The gateway does not own any cryptocurrencies in his account to pay for cc-tx.</td>
</tr>
</tbody>
</table>
event SUBMIT_TRANSFER_TRANSACTION_INETHEREUM // The user can transfer an estimated fee to the gateways account (RQ1)
any validator_fee user_address transfer_amount

where
@grd1 user_address ∈ dom(accounts) // The user has an account
@grd2 accounts(user_address) ≥ validator_fee + transfer_amount // The user has enough balance to do the transfer and pay the validator’s fee
@grd3 validator_fee > 0
@grd4 transfer_amount > 0
@grd5 gateway_address ∈ dom(accounts) // The gateway has an account
@grd6 (user_address, gateway_address) ∈ accounts) ∪ {gateway_address ∈ accounts(gateway_address) + transfer_amount} ∪ {user_address ∈ accounts(user_address) − transfer_amount − validator_fee} ∈ ADDRESS → N

then
@act1 accounts := (user_address, gateway_address) ∈ accounts) ∪ {gateway_address ∈ accounts(gateway_address) + transfer_amount} ∪ {user_address ∈ accounts(user_address) − transfer_amount − validator_fee} // Subtracts the transfer amount and fee from the user’s account and add the transfer amount to the gateway’s account

end

Fig. 16: Transfer event specification (RQ1).

event DEPOSIT_CRYPTOCURRENCY_INETHEREUM extends DEPOSIT_CRYPTOCURRENCY_INETHEREUM

where
@grd1 address ≠ gateway_address // The gateway cannot deposit in its own account (RQ3)

end

model and specify two new models to include the behaviour of two specific blockchains: Ethereum and Fabric. Third, the specification could be evaluated using three strategies: formal verification, functional validation and functional utility. Formal verification enabled us to verify the model correctness and identified safety properties that prevent undesirable state changes (e.g. allowing unauthorised cross-chain transactions to be submitted to Fabric). The validation through animation modelling enabled us to validate the functional behaviour of the specification and provide the means to understand the gateways’ behaviour without Event-B knowledge. Finally, the use case scenario showed the utility of the specification, showing how a concrete specification can be extended to specify a use case scenario and prove its safety properties.

Overall, the results of the study provided preliminary results to answer the proposed research question: How can the gateway-based approach be formalised with Event-B? This study can claim that it was possible to model a specific gateway-based interoperability solution with Event-B formally. The Event-B method was adequate in modelling it with two selected blockchains: Ethereum and Fabric. The model obtained was straightforward, with little intricacies or hard demands that pushed the limits of the method. Furthermore, it proved to be extensible for specific use case scenarios and provided a communication tool (i.e. animations) with domain experts without Event-B knowledge. Finally, the results showed that the gateway behaviour is heavily dependent on the blockchains involved, as little behaviour could be abstracted (see Table I). This could possibly be due to the nature of the blockchains involved. Ethereum is a permissionless blockchain, and Fabric is permissioned. Further work with other blockchains is needed to confirm this.

On the other hand, there exist some limitations related to the scope of the work and limitations of the method. Event-B is a suitable method to verify the models’ functional correctness and safety properties. In turn, verifying liveness properties is not a straightforward task, and there are limitations on how to describe them. In particular, to preserve liveness properties in refined machines as we use in this work [10], [22]. Furthermore, this work did not consider transaction finality, and it was left as future work. Although it was possible to specify a specific interoperability solution that followed the gateway approach, we cannot conclude that all interoperability gateways can be modelled with this method. Further work needs to be performed to generalise that this method suits the gateway-based approach. For example, with other gateway solutions (e.g. Hermes [5], Weaver [23]). Second, this work
only modelled two blockchains (i.e. Ethereum and Fabric). Additional work needs to be performed with other blockchains to validate its suitability. Furthermore, the model was performed by this work’s main author and validated by the other authors. There was no external validation of the model. In addition, the model included one-way interactions, leaving request-reply interactions out of scope. Finally, real use case scenarios need to be modelled to ensure that the method is adequate.

V. RELATED WORK

Efforts to formalise blockchain interoperability solutions are scarce. To the best of our knowledge, our work is the first approach to formalise them with Event-B. Other authors use other formal methods or Event-B to formalise smart contract development, but none use Event-B to formalise an interoperability solution. Therefore, we discuss the existing work and highlight the approaches, similarities, and results.

Wei et al. [12] is the work most related. The authors formalised the main components of the IBC protocol with TLA+ and verified the model with the requirements that the IBC protocol must meet from the official documentation. They focused on security issues that may occur during handshake and packet transmission by on-chain and off-chain components. In fact, some issues related to incomplete handshakes, timeout conditions, and abnormal channel states were reported and notified to the community. Furthermore, they made recommendations to solve these problems. This work is similar to ours, as it formalises interoperability solutions to maintain functional correctness and safety properties. In particular, the middleware must comply with the properties to transfer messages from the source blockchain to the target blockchain. Our work complements this work and uses another model (i.e. Event-B) to specify interoperability solutions besides TLA+. However, one drawback of our approach is that Event-B cannot express liveness properties. TLA+ can be composed with the TLC model checker to prove liveness properties.

Bus et al. [14] formalises the Burn-to-Claim protocol, an asset transfer protocol between two blockchains. The authors developed the model using the CSP# language and verified it with the PAT model checker. Using PAT, they examined the protocol’s correctness, security, and atomicity properties. This work also shares similarities with ours since it uses a formal method to verify certain properties of an interoperability protocol. However, the authors focused on the protocol steps required in each blockchain and did not include the required middleware (i.e. gateway) that relays messages between blockchains as we do. A new refinement to our machines may be performed to model the Burn-to-Claim protocol in Event-B and consider the middleware. This improvement may enrich the formalisation of the protocol.

Nehai et al. [13] proposed a formalisation using TLA+ for cross-chain swaps. With this model, they prove the safety and liveness properties of the protocol with Byzantine participants. However, this work also focused on the actions performed on each blockchain and did not consider the middleware to relay messages. Our approach considered this middleware (i.e. gateway) but left out of scope liveness and security properties and focused only on the functional correctness of the model.

On the other hand, several works used Event-B to verify correctness and safety properties when writing smart contracts in Solidity. Singh et al. [16] proposed EB2Sol, a tool to generate smart contracts written in solidity from an Event-B specification, to maintain functional correctness and safety properties by construction. Zhu et al. [24] developed a tool that transfers a subset of the solidity language to an Event-B specification. They applied the tool in a public Honeypot smart contract and proved its functional correctness and safety properties. Finally, Lahbib et al. [17] used Event-B as a formal method to verify smart contracts written in solidity. In particular, they manually modelled a smart contract to verify their safety, correctness, functional accuracy, and compliance with the requirements specification. Although these works do not directly relate to our work, they may complement it in the future. Further refinements of our model that specify low-level details of the behaviour of the source and target smart contracts may be automatically translated to Solidity.

Overall, our work complements the existing body of knowledge and shows that it is possible to formalise certain properties (e.g. safety and correctness by construction) of a specific gateway-based solution with Event-B. Further work and comparisons are needed between Event-B, TLA+, PAT and other formal methods to evaluate the most suitable method for this type of system. To the best of our knowledge, our work was the first approach to formalise a gateway-based solution with Event-B, going a step further in the research process.

VI. CONCLUSIONS AND FUTURE WORK

One of the key findings of this study was that it was possible to model a specific gateway-based interoperability solution with Event-B. This finding enable Event-B to be included to the existing candidate list of formal methods that can be used to formalise interoperability solutions (i.e. TLA+ and PAT). Second, the method resulted effective for this solution, providing a straightforward specification without pushing the model limits. Third, the proposed layered modelling through refinement and the three evaluation strategies may serve as guidelines for future studies that use Event-B to formalise interoperability solutions. Fourth, formalising the gateway showed that its behaviour is heavily dependent on the blockchains involved, and little behaviour could be abstracted as a common behaviour that is not dependent on the blockchains. Overall, this study presented promising preliminary results using Event-B to specify gateway-based solutions formally.

Future work includes verifying liveness properties, considering transaction finality, testing the specification with other blockchains, specify other interactions besides one-way cross-chain smart contract invocations, and applying the method to real use case scenarios.
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